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# Введение

Множество — это структура данных, эквивалентная множествам в математике.

Множество может состоять из различных элементов, порядок элементов в множестве не определен. В множество можно добавлять и удалять элементы, можно перебирать элементы множества, можно выполнять операции над множествами (объединение, пересечение, разность). Можно проверять принадлежность элементу множества.

В программирование множества помогают решать задачи различного характера. Например, есть множество всех работников предприятия и множество работников, прошедших ежемесячную проверку. Тогда с легкостью возможно найти тех, кто из работников не прошел проверку.

# Постановка задачи

Задача конкретной работы — разработка структуры данных для внедрения битовых полей с использованием множеств, кроме того, нужно было освоить инструменты разработки программного обеспечения, такие как Git и Google Test.

Используя шаблон, содержащий интерфейсы классов битового поля и множества (h-файлы), готовый набор тестов для каждого из указанных классов, пример использования класса битового поля и множества для решения задачи поиска простых чисел с помощью алгоритма "Решето Эратосфена", нужно было написать программу, решающую следующие задачи:

* Реализация класса битового поля TBitField согласно заданному интерфейсу,
* Реализация класса множества TSet согласно заданному интерфейсу,
* Обеспечение работоспособности тестов и примера использования,
* Реализация нескольких простых тестов на базе Google Test,
* Публикация исходных кодов в личном репозитории на GitHub.

# Руководство пользователя

Пользователю нужно запустить файл sample\_prime\_numbers.exe.

Откроется консольное приложение для тестирования программ поддержки битового поля на основе решета Эратосфена.

Программа запросит пользователя ввести верхнюю границу целых значений.

После ввода числа, программа выполнит действия и выведет результат в консоль.

Для повторного выполнения потребуется перезапустить программу.

# Руководство программиста

## **Описание структуры программы**

#include "tbitfield.h" – подключение файла TBitField.h, описывающего работу с битовыми полями.

#include "tset.h" – подключение файла TSet.h, описывающего работу с множествами, на основе битовых полей.

#include <iomanip> - файл описывает манипуляторы при работе с потоковыми операциями.

Код классов в приложении.

## 

## **Описание структур данных**

Программа состоит из нескольких основных классов – tbitfield, tset.

**tbitfield.cpp, заголовок tbitfield.h.**

Реализованы конструктор с параметром, конструктор копирования, деструктор.

Содержит поля:

* BitLen для хранения длины битового поля,
* TELEM \*pMem для предоставления памяти битовому полю,
* MemLen для хранения количества элементов битового поля.

Реализованы методы:

* GetMemIndex – получение индекса,
* GetMemMask – маска для бита,
* GetLength – получение длины,
* SetBit – установка бита,
* ClrBit – очистка бита,
* GetBit – получение бита.

Реализованы операции:

* operator== - оператор сравнения,
* operator!= - оператор сравнения,
* operator= - оператор присваивания,
* operator| - операция «ИЛИ»,
* operator& - оператор «И»,
* operator~ - оператор отрицания,
* &operator>> -оператор ввода,
* &operator<< - оператор вывода.

**tset.cpp, заголовок tset.h**

Реализованы конструктор с параметром, конструктор копирования, конструктор преобразования типа.

Содержит поля:

* MaxPower для хранения максимальной мощности множества,
* TBitField BitField – битовое поле для хранения характеристического вектора.

Реализует методы:

* GetMaxPower – получение максимальной мощности множества,
* InsElem – включение элемента в множество,
* DelElem – удаление элемента из множества,

Реализует операции:

* operator== - оператор сравнения,
* operator!= - оператор сравнения,
* operator= - оператор присваивания,
* operator+ - операция объединение с элементом,
* operator- - операция разность с элементом,
* operator+ - операция объединение множеств,
* operator\* - операция пересечение множеств,
* operator~ - операция дополнения,
* &operator>> -оператор ввода,
* &operator<< - оператор вывода.

# Описание алгоритмов

Создание множества:

* Инициализируем битовое поле размером, равным мощности множества,
* Выделяем память,
* Заполняем элементы нулями.

Добавление элемента в множетсво:

* Инициализируем битовое поле,
* Передаем элемент в класс битового поля,
* На основе элемента получаем индекс и маску,
* Используя побитовое «ИЛИ», присваиваем по полученному индексу, полученную маску.

Удаление элемента из множества:

* Передаем элемент в класс битового поля,
* На основе элемента получаем индекс и маску,
* Используя побитовое «И», присваиваем по полученному индексу, полученную маску, предварительно применив к маске побитовую инверсию.

# Заключение

При выполнении работы были получены навыки работы с Google Tests и CMake и реализации множества на основе битовых полей.
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